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Part I – Modelling

The reticulate package integrates Python within R and, when used with RStudio 1.2, brings the two languages together like never before. Much more important than the technical details of how it all works is the impact that it has on on both individuals and teams by enabling data scientists who speak different languages to collaborate seamlessly on a project.

A data scientist is first and foremost a problem solver. The ability to frame a problem and decide how it might be solved is what separates someone who merely knows code syntax from someone who is capable of discovering a novel solution to a hard problem. Despite all of the buzz around the field, however, there exists a major skills gap where there is limited talent available.

When I meet someone who shares an analytic mindset and a passion for data science, it is exciting. Unfortunately, when it comes to collaboration, the Python/R language gap among practitioners yields an inefficient separation. Python and R did not easily mix previously. Teams would spend valuable analysis time translating and re-coding, or worse, dividing analysts into groups around one language. I recently heard a recruiter say: “if you program in Python, then you should apply to this team and if you program in R, then you should apply to that team.” How absurd it is to throw the problem solver out of the equation and limit team-building to a language!

In this example, I highlight how the reticulate package might be used for an integrated analysis. While simple, it highlights three different types of models: native R (xgboost), ‘native’ R with Python backend (TensorFlow), and a native Python model (lightgbm) run in-line with R code, in which data is passed seamlessly to and from Python.

In order to provide an open-source reproducible example, we’ll use the BreastCancer data set from the mlbench package. Our task is binary classification to predict the class as ‘benign’ or ‘malignant.’

library(mlbench) #provides the data set

data("BreastCancer")

Many machine learning models require the data frame to be represented as a numeric matrix. Using sapply(), we convert the data frame to a numeric matrix. To make the example simpler, we remove incomplete observations via complete.cases and remove the Id column. Converting the ‘Class’ column to numeric creates a numeric column as 1 and 2 instead of 0 and 1, which much be corrected.

The matrix is now ready for a 70% / 30% split for training and testing data sets. The initial training and testing sets are in their native dimensions. One of the model frameworks that we plan to use requires scaled data, which is achieved by using the mean and standard deviation in the scale function.

#convert to numeric for models and remove na values for this example

model\_set <- sapply(BreastCancer[complete.cases(BreastCancer),-1], as.numeric)

#format target variable as 0, 1 instead of 1,2

model\_set[,10]<-model\_set[,10]-1

#Split into test and train sets

indices <- sample(1:nrow(model\_set), size = 0.7 \* nrow(model\_set))

#Target variables

target<-unlist(model\_set[indices,10])

test\_target<-unlist(model\_set[-indices,10])

#create unscaled data set for boosted tree models

unscale\_train<-as.matrix(model\_set[indices,-10])

unscale\_test<-as.matrix(model\_set[-indices,-10 ])

#create normalized data set for neural network

mean <- apply(model\_set[indices,-10], 2, mean)

std <- apply(model\_set[indices,-10], 2, sd)

train <- scale(model\_set[indices,-10], center = mean, scale = std)

test <- scale(model\_set[-indices,-10], center = mean, scale = std)

Now that we have a training and testing data set, we can train models.

The first model is a native R package, xgboost, short for ‘extreme gradient boosting’. This library can be installed via a simple call of install.packages('xgboost'), and does not require any additional software. The objective function for our classification problem is ‘binary:logistic’, and the evaluation metric is ‘auc’ for ‘area under the curve’ in an ROC framework.

library(xgboost)

boost\_model<-xgboost(data = unscale\_train,label=target,booster="gbtree", nfold = 2,nrounds = 25, verbose = FALSE, objective = "binary:logistic", eval\_metric = "auc", nthread = 4)

The next model is a “native” R Package, TensorFlow in R using Keras. Keras is a common interface for TensorFlow, which makes it easier to build certain models. Unlike the previous package, there are extra installation steps for this package beyond install.packages('keras'). Once the library is installed, another step is required via install\_keras(). TensorFlow in R uses a python backend, which is why additional set up is needed. Despite the underlying technical details about how the code works, most users will likely not even notice because the coding is done entirely in R.

The structure and details of this example model are similar to the MNIST example on the [RStudio Keras page](https://tensorflow.rstudio.com/keras/).

library(keras)

y\_target<-to\_categorical(target,2)

tf\_nn <- keras\_model\_sequential() %>%

layer\_dense(units = 12,

activation = 'relu',

input\_shape = dim(train)[[2]]) %>%

layer\_dropout(rate = 0.4) %>%

layer\_dense(units = 12,

activation = 'relu')%>%

layer\_dropout(rate = 0.3) %>%

layer\_dense(units = 2,

activation = 'softmax')

tf\_nn %>% compile(

optimizer = optimizer\_rmsprop(),

loss = "categorical\_crossentropy",

metrics = c("accuracy")

)

history<-tf\_nn %>% fit(

x=train,

y=y\_target,

epochs = 7,

batch\_size = 12

)

(*Note that the output has been truncated for publication.*) ![](data:image/png;base64,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)

The last model to be tested is entirely outside of the R ecosystem. The goal is to take the data we have been using in R, pass it to python, train a model, then pass the results back into R.

As an example, we will use the Python LightGBM package.

To begin, load the reticulate package.

library(reticulate)

The next code chunk is written entirely in python. RStudio 1.2 allows chunks of python code to be run in the same notebook as R code. Notice that the beginning of the chunk is not {r}, but instead {python}.

Data is passed to Python through r. commands. In this code chunk, the model turning parameters are saved in params and passed in the lgb.train function. The data from R is passed in the r.unscale\_train, r.target, r.unscale\_test. This is the same data used in the xgboost model.

import pandas as pd

import lightgbm as lgb

params = {

'boosting\_type': 'rf',#or can use 'gbdt',#'dart',

'objective': 'binary',

'metric': {'auc'},

'num\_leaves': 10,

'max\_depth': 8,

'feature\_fraction': 0.9,

'bagging\_fraction': 0.95,

'bagging\_freq': 10,

'learning\_rate': 0.003,

'nthreads': 1,

'nrounds':10,

'min\_data': 10

}

lgtrain = lgb.Dataset(r.unscale\_train, label=r.target)

model = lgb.train(params, lgtrain, 200)

light\_gbm\_test = model.predict(r.unscale\_test)
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Once the model is trained in Python, it is possible to pass the data back to R using the py$ command. In this chunk, which is back in R code, the test set predictions are passed to a data frame in R to compare the performance against the other models.

lgb\_pred<-py$light\_gbm\_test

This last code chunk creates probability and binary predictions for the xgboost and TensorFlow (neural net) models, and creates a binary prediction for the lightGBM model. Using the binary predictions, we then create basic confusion matrices to compare the model predictions on the test data set.

xgbpred <- predict (boost\_model,unscale\_test)

xgbpred\_binary <- ifelse (xgbpred > 0.5,1,0)

nn\_pred <- tf\_nn %>% predict\_classes(x=test)

nnpred\_prob <- tf\_nn %>% predict(x=test)

lgb\_pred\_binary <- ifelse (lgb\_pred > 0.5,1,0)

#XG Boost - Natvie R

data.frame(pred=xgbpred\_binary,act=test\_target)%>%table()
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#TensorFlow - 'Native' R

data.frame(pred=nn\_pred,act=test\_target)%>%table()
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#LightGBM - Python

data.frame(pred=lgb\_pred\_binary,act=test\_target)%>%table()
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In the first part of this example, I showed how R and Python can be used together in a single notebook for a classification problem. The simplicity with which data can be passed allows for streamlined integration between the two languages.

In Part II, I will show visualization features of the reticulate package and RStudio 1.2.

For more information on the algorithms used in this post, please explore these resources.

XG Boost – [https://xgboost.readthedocs.io](https://xgboost.readthedocs.io/)

Python version 3.7 – <https://www.anaconda.com/>

Keras TensorFlow for R – <https://tensorflow.rstudio.com/keras/>

Microsoft Light GBM – <https://lightgbm.readthedocs.io/en/latest/>